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1. Introduction  1 

One of the many characteristics of the world around us is randomness. Randomness is 2 

understood as the lack of connection between events or the lack of predictability of these events 3 

and their causality. What for a human may be a random event, from the mathematics point of 4 

view may not. Encryption is a good example of this.  5 

Randomness is fundamental in many algorithms, not only in computer science. However, 6 

good quality random numbers are essential for developing secure cryptography methods. 7 

However, testing random number generators, due to its non-deterministic nature,  8 

is a complex issue (Kałuski, 2012). Therefore, the Dieharder tool (Brown, 2022) was proposed 9 

to determine whether the tested generator has the characteristics of a good quality random 10 

number generator. In this paper, an analysis of randomness testing of different random number 11 

generators will be conducted. The study uses the Dieharder tool used in randomness testing of 12 

pseudorandom and random number generators. Based on the generators built there, as well as 13 

statistical tests, testing of the quality of the random numbers generated was carried out. The aim 14 

of this paper is to try to determine whether the battery of Dieharder tests will indicate the 15 

superiority of truly random generators over pseudo-random generators. This includes a new 16 

class of quantum generators that fundamentally deliver unpredictability and randomness 17 

according to the Copenhagen interpretation of quantum mechanics. 18 

2. Characteristics of the used sources of randomness 19 

The literature distinguishes two basic classes of random number generators (L'Ecuyer, 20 

2021): 21 

 Pseudo random number generators – PRNG. 22 

 True random number generators - TRNG. 23 

Pseudo random numbers can be obtained from mathematical algorithms. Generators of this 24 

type require an initial entropy seed to be supplied to the generator input (Marsaglia, 2003).  25 

The next state is generated deterministically by applying a mathematical function. These are 26 

the so-called LCG (Linear Congruential Generator) generators. Generators of this type have the 27 

serious drawback of a limited number of states. After a certain number of steps of the generator 28 

the internal state loops and the generator repeats its work. This type of behaviour makes it 29 

possible to predict each subsequent state of the generator, especially if the attacker knows the 30 

seed used to run the generator. Despite these drawbacks, due to the high speed of these 31 

generators, they also find application in cryptography. 32 
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The second group of number generators are true random number generators. They differ 1 

significantly from pseudorandom number generators. These numbers can be obtained from 2 

various sources of physical phenomena by using magnetic fields, light intensity, sound waves, 3 

or quantum phenomena (Jian, et al., 2011). A good example of generating truly random 4 

numbers is a generator using the decay of radioactive elements. However, these generators are 5 

slow. They are chosen when the quality of the numbers generated is more important than the 6 

quantity.  7 

There are many more practical quantum phenomena which can be considered as good 8 

candidate processes for the truly non-deterministic randomness generation. An in-detail study 9 

can be found in (Jacak, Jóźwiak et al., 2021) mainly focusing on quantum shot noise as well as 10 

on quantum optics. It is possible to consider quantum phenomena in nano-plasmonics as well, 11 

yet of a lesser practical significance (Jacak, 2020). Furthermore quantum entanglement 12 

independently of its technical implementations can bring important advantages in efficient 13 

randomness testing (Jacak, J., Jacak, W. et al., 2020), which is of critical role for implementing 14 

Quantum Key Distribution (Jacak, M., Jacak, J. et al., 2016; Jacak, Mielniczuk et al., 2015). 15 

Hardware randomness generators should be equipped with internal testing devices. 16 

However, this type of approach is not trivial when using phenomena of the surrounding nature. 17 

Therefore, the most common choice is an empirical approach (Knuth, 1997), in particular 18 

statistical randomness testing. The most important implementations of the tests are the NIST 19 

(Rukhin et al., 2010) and Dieharder (Hotoleanu et al., 2010; Brown, 2022; Suresh et al., 2013; 20 

Vascova et al., 2010) batteries. In this paper, a set of Dieharder tests was chosen to study 21 

generators. Note that in addition to empirical implementations of the tests, methods for quantum 22 

generator properties are detailed. 23 

Three algorithmic pseudo-random number generators were used for the study: 24 

 rand() - C/C++ library function used to generate a random number. Does not allow the 25 

initial entropy to be given as a seed. Used as a known very weak source of random 26 

numbers, 27 

 ran1 (Class Ran1, 2022) - a generator developed by Park and Miller (Park et al., 1988) 28 

with the Bays-Durham shuffling algorithm (Bays et al., 1976), 29 

 random256-glibc2 generator from GNU C library. 30 

Another pseudorandom number generator uses a virtual device on a unix machine.  31 

This solution is based on generating random numbers based on interrupts occurring in the 32 

system from device drivers and other events in the operating system: 33 

 /dev/urandom - random number generator using system events to obtain. 34 

A triple pendulum has been used as an example of a generator using a physical phenomenon. 35 

Such a implementation becomes a chaotic system when tilted appropriately (Stachowiak et al., 36 

2006; Botha et al., 2013). The generator is an implementation based on the work of (Nouar  37 

et al., 2020) and (Awrejcewicz et al., 1999). Three masses are sequentially connected to each 38 

other by inextensible rods, and the first one is additionally attached to a fixed point in space. 39 
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This is a physical phenomenon whose behavioural description we are able to calculate. In the 1 

literature this effect is known as the "Butterfly Effect": 2 

 Triple pendulum (Małachowski, 2021). 3 

As a counterbalance to the pseudo-random generators discussed earlier, a sequence of 4 

numbers generated by a quantum random number generator called: 5 

 ANU QRNG (Małachowski, 2021). 6 

Unlike previous generators, this generator is fully non-deterministic. This generator was 7 

developed at the Australian National University (ANU). The generation of random numbers is 8 

carried out on the basis of phenomena occurring in a vacuum (Botha et al., 2013). As the authors 9 

of this generator point out, the definition of a vacuum in classical terms differs from the 10 

quantum definition. In classical physics, a vacuum is considered as a space that is empty of 11 

matter or photons. Quantum physics however says that same space resembles a sea of virtual 12 

particles appearing and disappearing all the time. These particles produce a magnetic field that 13 

causes minute changes in phase and amplitude at all frequencies of the waves passing through 14 

the field (ANU QRNG, 2022). The researchers, by using a laser, are able to read these 15 

differences, allowing for a high-throughput quantum generator. The authors of the solution 16 

provide an API in which quantum random number strings can be obtained on the project website 17 

(ANU QRNG 2022). For the research in this paper, the mentioned API was used to obtain test 18 

samples. 19 

3. Statistical testing of randomness with Dieharder test suite 20 

Empirical randomness testing uses various types of statistical methods to test for 21 

randomness based on hypothesis testing. Generally, in this type of testing, the null hypothesis 22 

𝐻0 is set, which generally reads: the sequence under test is random. Directly related to the 23 

definition of the null hypothesis is the alternative hypothesis 𝐻1, which takes the opposite claim 24 

to 𝐻0, namely that: the sequence under test is not random. Initially, the position is taken that 25 

the null hypothesis is true and, on the basis of a given statistical test, an attempt is made to show 26 

that it is not. If the test is confirmatory then the null hypothesis is rejected and the alternative 27 

hypothesis is accepted as valid for the given random sequence under test. Otherwise, there is 28 

no basis for rejecting the null hypothesis 𝐻0 (Bobrowski, 1986). 29 

Directly connected with hypothesis testing is the determination of the significance level 30 

𝛼 for a given test. For the adopted significance level 𝛼 there is a critical area 𝑅𝛼. If the value of 31 

the 𝐾 statistic does not belong to the critical area 𝑅𝛼, we have no grounds to reject the 32 

hypothesis of randomness of the sample. Otherwise, we reject the null hypothesis and accept 33 

the alternative one that the sample is not random. A significance level of 𝛼 = 0.005 was 34 

assumed in the conducted study. 35 
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To allow easier analysis of results, each statistical test provides a result in the form of  1 

a number called 𝑃𝑣𝑎𝑙𝑢𝑒. Each 𝑃𝑣𝑎𝑙𝑢𝑒 is the probability that an ideal random number generator 2 

would generate a sequence of numbers less random than the sequence being tested. Note that if 3 

𝑃𝑣𝑎𝑙𝑢𝑒 for the test equals 0, then the sequence of numbers appears to be completely non-random. 4 

This is because we need to perform many statistical tests in order to accurately test a sequence 5 

of numbers against the null hypothesis of randomness. Each statistical test examining different 6 

characteristics provides a non-normal value of the statistic. Only the calculation of 𝑃𝑣𝑎𝑙𝑢𝑒 7 

introduces a standardised measure for the entire set of statistical tests. 8 

A positive pass of a given statistical test is taken to mean that the inequality 𝑃𝑣𝑎𝑙𝑢𝑒 > 𝛼 9 

must be satisfied. In addition, in order to consider that a given sequence does not show basis 10 

for rejecting the hypothesis of its randomness, the sequence must obtain positive results for all 11 

tests in the battery. 12 

The Dieharder statistical test battery (Brown, 2022) was developed by Robert G. Brown 13 

based on the Diehard test battery proposed by George Marsaglia (Marsaglia, 1996). The author 14 

has improved and developed the basic battery with additional statistical tests. The current 15 

version 3.31.1 has 31 implemented tests listed in table 1. Not all tests are considered reliable, 16 

therefore the author of this paper marks 4 tests as not recommended in randomness testing.  17 

In this paper the non-recommended tests have been omitted. 18 

4. Description of research method 19 

Test samples with sizes close to 5GB were obtained from each of the six generators.  20 

Each test from the Dieharder battery was repeated a hundred times in five iterations, obtaining 21 

multiple 𝑃𝑣𝑎𝑙𝑢𝑒 for each test of a given generator. This fulfils the requirement for multiple string 22 

testing to minimise the possibility of confusion. Finally, the Kolmogorov-Smirnov statistic is 23 

calculated. This test is designed to verify that for a given significance level 𝛼 = 0.005 the 24 

obtained distribution of 𝑃𝑣𝑎𝑙𝑢𝑒 values is consistent with the theoretical uniform distribution. 25 

Application of this test allows to obtain an unambiguous answer whether a given generator can 26 

be considered random. The Python library scipy.stats and the kstest test were used to calculate 27 

the statistic. The library easily allows to calculate the Kolmogorov-Smirnov consistency test 28 

providing the result in the form of normalized 𝑃𝑣𝑎𝑙𝑢𝑒. 29 

In addition, the final value calculated for the tested generators will answer the question of 30 

whether the battery of Dieharder tests will be able to show that the quantum random number 31 

generator is superior to algorithmic generators. If this is the case, then the Kolmogorov-Smirnov 32 

test should show a better distribution of 𝑃𝑣𝑎𝑙𝑢𝑒 derived from individual statistical tests for this 33 

generator relative to deterministic generators. 34 
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Table 1. 1 
Randomnes test results obtained using the Dieharder test battery 2 

No. Test name Test 

status 

Random number generators test results 

rand() ran1 random256 

glibc 

/dev/ 

urandom 

triple 

pendulum 

ANU 

QRNG 

1. Diehard Birthdays Good passed passed passed passed passed passed 

2. Diehard OPERM5 Good passed passed passed passed passed passed 

3. Diehard 32x32 

Binary Rank 
Good 

passed passed passed passed passed passed 

4. Diehard 6x8 

Binary Rank 
Good 

failed passed passed passed passed passed 

5. Diehard Bitstream Good failed passed passed passed passed passed 

6. Diehard OPSO Suspected skipped 

7. Diehard OQSO Suspected skipped 

8. Diehard DNA Suspected skipped 

9. Diehard Count the 

1s (stream) 
Good 

failed passed passed passed passed passed 

10. Diehard Count the 

1s Test (byte) 
Good 

failed passed passed failed passed passed 

11. Diehard Parking 

Lot 
Good 

passed passed passed passed passed passed 

12. Diehard Minimum 

Distance  

(2d Circle) 

Good 

passed passed passed passed passed passed 

13. Diehard 3d Sphere 

(Minimum 

Distance) 

Good 

passed passed passed passed passed passed 

14. Diehard Squeeze Good passed passed passed passed passed passed 

15. Diehard Sums Bad skipped 

16. Diehard Craps Good passed passed passed passed passed passed 

17. Marsaglia and 

Tsang GCD 
Good 

failed passed passed passed passed passed 

18. STS Monobit Good passed passed passed passed passed passed 

19. STS Runs Good passed passed passed passed passed passed 

20. STS Serial 

(Generalized) 
Good 

passed passed passed passed passed passed 

21. Diehards Runs Good passed passed failed passed passed passed 

22. RGB Generalized 

Minimum 

Distance 

Good 
failed passed passed passed passed passed 

23. RGB 

Permutations 
Good 

passed passed passed passed passed passed 

24. RGB Lagged Sum Good passed passed passed passed passed passed 

25. RGB 

Kolmogorov-

Smirnov 

Good 

passed passed passed passed passed passed 

26. Byte Distribution Good failed passed passed passed passed passed 

27. DAB DCT Good failed passed passed passed passed passed 

28. DAB Fill Tree Good passed passed passed passed passed passed 

29. DAB Fill Tree 2 Good failed passed passed passed passed passed 

30. DAB Monobit 2 Good failed passed passed passed passed passed 

  3 
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5. Results 1 

The test results based on 𝑃𝑣𝑎𝑙𝑢𝑒 for all iterations are presented in table 1. It is impossible to 2 

present the exact 𝑃𝑣𝑎𝑙𝑢𝑒 in a concise form, so the final judgment based on the calculated 𝑃𝑣𝑎𝑙𝑢𝑒 3 

is presented. A test was considered to have failed if at least one iteration of the test failed. 4 

The generators rand(), random256-glibc2 and /dev/urandom were qualified as not random 5 

for a given level of significance. No basis was found to reject the hypothesis of randomness for 6 

the generators ran1, triple pendulum and ANU QRNG. 7 

Table 2 shows the results of calculating the final Kolmogorov-Smirnov consistency test for 8 

the obtained 𝑃𝑣𝑎𝑙𝑢𝑒𝑠. 9 

Table 2. 10 

Kolmogorov-Smirnov consistency test for the obtained 𝑃𝑣𝑎𝑙𝑢𝑒𝑠. 11 

Generator Kolmogorov-Smirnov uniformity test 𝑃𝑣𝑎𝑙𝑢𝑒 Result 

rand() 6.18 ∙ 10−23 failed 

ran1 0.40815 passed 

random256-glibc2 0.19808 passed 

/dev/urandom 0.06175 passed 

triple pendulum 0.19757 passed 

ANU QRNG 0.03800 passed 

6. Summary and discussion 12 

The obtained results confirm that algorithmic pseudorandom number generators are 13 

generally of low quality. This was particularly evident for the rand() generator from the 14 

standard C/C++ library. The random256-glibc2 and /dev/urandom generators using system 15 

interrupts performed slightly better. This may seem quite unexpected, as it is a generator that 16 

does not use a specific mathematical algorithm. However, if you consider the fact that in the 17 

operating system many interrupts are executed in a cyclic manner, you can expect a certain 18 

repetitiveness that will manifest itself in the generated numbers. The only algorithmic generator 19 

that passed all the tests positively is the ran1 generator. The tests for the triple pendulum 20 

generator were also positive, which confirms that the chaotic nature of this classical 21 

phenomenon is so high that statistical tests are unable to find determinism. The ANU QRNG 22 

quantum generator, as expected, passed the test positively. 23 

It remained to answer the question whether, based on the obtained results, we are able to 24 

indicate which generator is a truly random generator, e.g. a quantum generator. For this purpose, 25 

the Kolmogorov-Smirnov test was performed, the results of which are presented in table 2.  26 

The value of this test determines the uniformity of the distribution of all 𝑃𝑣𝑎𝑙𝑢𝑒 values.  27 

The Kolmogorov-Smirnov test itself, from the Python library scipy.stats, provides a result in 28 
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the form of a 𝑃𝑣𝑎𝑙𝑢𝑒 specifying the probability that the two distributions are identical.  1 

It is expected that this value should be as high as possible. Which would indicate a good 2 

distribution of values with respect to the theoretical uniform distribution. As can be seen from 3 

the above results in table 2, the ANU QRNG quantum generator received a lower score than 4 

other deterministic generators. Thus, the result did not confirm the high fit of the two 5 

distributions, which does not prejudge the non-randomness of a given generator. It follows that 6 

we are not able on the basis of statistical hipotesis testing with the Dieharder battery to 7 

determine additionally the quality of a given generator, but only to determine whether there are 8 

no basis to reject the generator as non-random. Statistical testing only has the character of  9 

a negative criterion. In the absence of basis to reject the hypothesis of randomness, statistical 10 

testing does not provide a mechanism to account for how positive the tested sequence of 11 

numbers was. Thus, a quantum generator in a positive way is not distinguishable in statistical 12 

testing from deterministic generators. 13 
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